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Themerge operator is a powerful construct in programming languages, enabling flexible composition of various

components such as functions, records, or classes. Unfortunately, its application often leads to ambiguity and

non-determinism, especially when dealing with overlapping types. To prevent ambiguity, approaches such as

disjoint intersection types have been proposed. However, disjointness imposes strict constraints to ensure

determinism, at the cost of limiting expressiveness, particularly for function overloading. This paper introduces

a novel concept called type apartness, which relaxes the strict disjointness constraints, while maintaining

type safety and determinism. Type apartness allows some overlap for overloaded functions as long as the

calling contexts of those functions can be used to disambiguate upcasts in function calls. By incorporating

the notion of guarded subtyping to prevent ambiguity when upcasting, our approach is the first to support

function overloading, return type overloading, extensible records, and nested composition in a single calculus

while preserving determinism. We formalize our calculi and proofs using Coq and prove their type soundness

and determinism. Additionally, we demonstrate how type normalization and type difference provide more

convenience and help resolve conflicts, enhancing the flexibility and expressiveness of the merge operator.
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1 Introduction
The merge operator [Reynolds 1997] is a powerful construct that enables flexible composition of

functions, records, and classes. Dunfield [2014] argued that the merge operator is valuable for

language design because it allows encoding various language features within a general-purpose

calculus, rather than crafting specialized calculi for each feature. The merge operator composes any

two values, with extraction determined by their types. For instance, the merge 1 , , True combines

an integer and a boolean, giving it the intersection type Int&Bool. Many applications of the merge

operator exist, including function overloading [Castagna et al. 1995], return type overloading [Xue

et al. 2022], record concatenation [Reynolds 1988], nested composition and dynamic inheritance [Bi
and Oliveira 2018], and composition of runtime environments [Tan and Oliveira 2023].

Due to its power, the merge operator is hard to control. In particular, merging values with

overlapping types can introduce ambiguity. For example, in the merge 1 , , 2, extracting an integer is

ambiguous since either 1 or 2 could be chosen. Disjoint intersection types [Oliveira et al. 2016] were
introduced to address this issue by restricting the types of values that can be merged based on their
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shared supertypes, ensuring a deterministic and well-behaved semantics [Huang et al. 2021]. The

disjoint merge operator paves the way for a compositional style of statically typed programming

where solutions to the expression problem [Wadler 1998] emerge naturally. A prototype programming

language, called CP, illustrating this compositional programming style, has been implemented

based on a core calculus with the merge operator [Zhang et al. 2021].

While disjoint intersection types prevent ambiguity, they are often too restrictive. The main issue

is that disjointness requires all possible future upcasts to be unambiguous, limiting expressiveness,

particularly for function overloading. For example, consider two functions 𝑓 and 𝑔 of types Int →
String and Bool → String. Since they share a common supertype (Int&Bool) → String, their
merge f , , g is rejected under disjointness, as applying it to a value of type Int&Bool would be

ambiguous. However, such strictness unnecessarily prevents valid cases, where a function call can

be safely disambiguated by the calling context.

To overcome these limitations, we introduce type apartness, a relaxed alternative to disjointness.

Apartness allows overlapping types as long as the overlapping parts remain distinguishable at

the point of use. This is enough to prevent ambiguity while increasing flexibility. For example,

under apartness, the merge f , , g is accepted, and it can be applied unambiguously to an integer

or a boolean. However, applying it to a merged argument, such as 1 , , True, yields an ambiguous

merge of 2 strings. Guarded subtyping complements apartness to detect ambiguity, by ensuring

that all upcasts are safe. If a function application could produce an ambiguous result, guarded

subtyping rejects the application. For example, guarded subtyping would reject (f , , g) (1 , , True)
while allowing (f , , g) 1.

Apartness also improves type difference [Xu et al. 2023], a conflict resolution method based on

type subtraction. Under apartness, type difference becomes a total operation, in contrast to its

partial nature under disjointness. This new formulation of type difference ensures that conflicts

between types can always be resolved, enhancing the flexibility and expressiveness of the merge

operator. Additionally, we introduce the concept of type normalization, which systematically handles

unrestricted intersection types by transforming them into a canonical form where all intersections

are apart. This process eliminates redundant and conflicting type components, ensuring that the

resulting types are well-formed and unambiguous. Consequently, this provides greater flexibility

and convenience for programmers, allowing them to write programs with unrestricted intersection

types, which is particularly useful in scenarios involving multiple inheritance.

By combining type apartness with guarded subtyping and the new formulation of type difference,

our approach provides the first calculus that supports function overloading [Castagna et al. 1995],

return type overloading [Xue et al. 2022], extensible records [Reynolds 1988], and nested composi-
tion [Bi and Oliveira 2018], while preserving determinism. Unlike prior work [Xue et al. 2022],

which supports these features but is non-deterministic, our approach ensures a fully deterministic

calculus, making it more practical and robust. Our main contributions are:

• Type apartness, which enables function overloading, return type overloading, extensible records,
and nested composition while maintaining determinism.

• A formalization of source and target calculi, proving their soundness and correspondence.

• A Coq formalization, verifying our results.
• A new formulation of total type difference, improving upon previous work [Xu et al. 2023].

2 Overview
We aim to develop an expressive and deterministic calculus that supports four key features: function
overloading, return type overloading, extensible records, and nested composition. This section provides

background information and demonstrates how apartness and guarded subtyping enable a solution
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class Deck { public:

virtual void draw() { std::cout << "Draw a card." << std::endl; }

};

class Drawable { public:

virtual void draw() { std::cout << "Create a blank canvas." << std::endl; }

};

class DrawableDeck : public Drawable, public Deck {}; // This class is accepted!

int main() {

DrawableDeck dd;

static_cast<Deck&>(dd).draw(); // Output: Draw a card.

dd.draw(); //error: request for member 'draw' is ambiguous

return 0;

}
Fig. 1. C++’s relaxed approach to conflict resolution.

that supports all these features while ensuring determinism. We also highlight the role of type

well-formedness and type normalization in constructing sound calculi with apart merges.

2.1 C++ Method Resolution: a Source of Inspiration
Name, method, and class conflicts frequently arise in programming languages. Various approaches

exist to resolve such conflicts, including forbidding redefinitions or overriding previous definitions.

For instance, in many object-oriented languages, defining two methods with the same name

(and signature) in the same class is (rightfully) prohibited. A related situation arises in multiple

inheritance, when two parent classes define a method with the same name. A common approach is

to reject such programs entirely, which avoids ambiguity but can be overly restrictive. Conservative

strategies for conflict resolution limit the expressiveness of a language by disallowing many useful

programs. To mitigate this, some languages take a more flexible approach by delaying conflict

resolution until a method or value is used.

The relaxed conflict resolution approach of C++. A well-known example of delayed conflict resolu-

tion is found in C++’s multiple inheritance model. To illustrate, we adapt an example from Wang

et al. [2018]. In Fig. 1, we develop two components Deck and Drawable in one system. Deck imple-

ments a deck of cards and defines a method draw for drawing a card from the deck. Drawable is an

interface for graphics and also implements a method called draw for visual display. We happen to

encounter a name conflict when we implement the derived class DrawableDeck. Here C++ adopts a

delayed approach to conflict resolution. Instead of rejecting DrawableDeck at the point of definition,
it defers ambiguity detection to the method’s use site. If a method call is unambiguous, it proceeds as

usual. However, calling dd.draw() is ambiguous because both Deck::draw and Drawable::draw
are valid candidates, causing the compiler to reject the call. Nonetheless, ambiguity can be resolved

by explicitly upcasting dd to a parent class, as shown in static_cast<Deck&>(dd).draw(). Such
a conflict resolution strategy not only accepts a broader range of safe programs, but also allows

users to use classes and methods polymorphically. Inspired by this approach, we adapt similar ideas

to calculi based on intersection types and the merge operator [Dunfield 2014; Oliveira et al. 2016].

2.2 Background
The merge operator, coercive subtyping and intersection types. The merge operator [Dunfield 2014;

Reynolds 1988] generalizes record concatenation to concatenation of arbitrary terms. It composes

terms and allows implicit elimination based on types. For example, the followingmerge 1, ,True, ,not
(not is a function representing the negation on booleans) is well-typed. The type of this merge is

the intersection type Int&Bool& (Bool → Bool).
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Table 1. Four applications of the merge operator with examples.

Features Examples Previous Works

Function overloading showInt , , showBool
Castagna et al. [1995]; Dunfield [2014]; Xue

et al. [2022]

Return type overloading readInt , , readBool Marntirosian et al. [2020]; Xue et al. [2022]

Nested composition ({l = "hello"} , , {l = 1}) .l Reynolds [1988]; Xue et al. [2022]; Zhang

et al. [2021]

Extensible records {l1 = "hello"} , , {l2 = "world"} Bi et al. [2018]; Huang et al. [2021]; Xue

et al. [2022]

Calculi with amerge operator use a coercive interpretation [Luo 1999; Reynolds 1991] of subtyping,
instead of the traditional subsumptive interpretation of subtyping. In the coercive view, each

subtyping judgment denotes an implicit conversion function. When a value is used in a context that

expects a supertype, it is coerced by the corresponding function. Typically (and in our setting) the

conversion function is injective, which means that information can be lost when converting a value

to another value of a supertype. For example, in our setting the maximal type ⊤ (Top) has only

one canonical value; every type is a subtype of ⊤, and every expression is converted into the top

value when ⊤ is required. This is unlike subsumptive subtyping, which reflects the intuition that

types correspond to sets of values, and the values of a subtype and its supertype are in a subset

relation. This implies that subsumptive subtyping does not have runtime effects, and leads to the

safe substitution principle [Liskov and Wing 1994]. Reynolds referred to the two interpretations as

intrinsic semantics and extrinsic semantics of subtyping [Reynolds 1998]. Coercive subtyping is

considered to match the intrinsic view of types because the meaning of an expression depends on

how it is typed. With subsumptive subtyping, a value can be assigned multiple types.

Coherence is a key property in coercive subtyping: while multiple derivations exist for one

subtyping conclusion, they are supposed to produce equivalent coercions. This is important for the

language semantics to be independent from how a type derivation for an expression is constructed.

Proving coherence is tricky, and intersection types make it harder. Consider types A and B that

share a supertype C: for any subtype of A&B, there are at least two paths that lead to C, one
through A and the other through B, which may lead to possible ambiguity. Intersection types are

also studied under the subsumptive interpretation with a set-theoretic model [Frisch et al. 2008]. In

this model, there is no term of the type Int&Bool because Int and Bool do not share any values. But
with the merge operator, we can construct terms such as 1 , , True explicitly. Coercions arising from
upcasts may have a runtime effect. In addition, any coercion to the ⊤ type is safe as ⊤ represents

a singleton value. For example, the merge operator with disjoint intersection types [Huang et al.

2021; Oliveira et al. 2016] adopts the following semantics:

(1 , , True) : Int ↩→ 1 (1 , , True) : ⊤ ↩→ ⊤ (𝜆Int→Intx . x) (1 , , True) ↩→ 1

Upcasts have a runtime effect as they drop components from the merge. To be clear in the following

discussions, we say that two coercions are equivalent when they reach the same value in the end,

even if the sequence of evaluation steps dropping components may be different. We say that there

is a unique coercion from one type to another when all possible coercions are equivalent.

Applications of merges. The merge operator has several applications. We summarize four applica-

tions, identified by Xue et al. [2022], in Table 1. The last entry of the table identifies works in the

literature that build on such applications. We briefly explain these applications next.
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• Function overloading. Function overloading is one kind of polymorphism, which allows choosing

functions or methods according to the type or argument being applied to. For example, function

overloading can choose showInt or showBool according to the argument that is applied.

(showInt , , showBool) 1 ↩→ "1"

(showInt, , showBool) True ↩→ "True"

• Return type overloading. Return type overloading is a feature that enables choosing an implemen-

tation from a merge depending on the context involved. A classic example is the read function in

Haskell. Like show, we can define a version of read with the merge operator as

read : (String → Int) & (String → Bool) = readInt , , readBool

It is possible to disambiguate calls to read from the use context. For example, (read "1") + 1

should select readInt, since an integer is expected from the use of read.

• Nested composition. Nested composition reflects the distributivity behaviour of intersection types

at the term level. Merges with nested composition were first proposed by Bi et al. [2018], allowing

distributive extraction of nested terms such as

({𝑙 = "hello"}, , {𝑙 = 1}).𝑙 ↩→ "hello", , 1

Nested composition serves as a key feature in Compositional Programming [Zhang et al. 2021].

Techniques based on nested composition help solving modularity problem such as the Expression
Problem [Wadler 1998] and also enable forms of family polymorphism [Ernst 2001].

• Extensible records. Extensible records were among the first applications of merges [Reynolds 1988].

The key observation is that multi-field records can be simply encoded as merges of single-field

records, such as:

{l1 = "hello", l2 = "world"} ≜ {l1 = "hello"} , , {l2 = "world"}
The merge of single-field records should have the same behaviour as a multi-field record. That

is to say, the merge should project the associated content of the single field that is designated.

({l1 = "hello"} , , {l2 = "world"}) .l1 ↩→ "hello"

Problem: Ambiguity of merges. Though the merge operator is powerful and expressive, without

restrictions it easily leads to ambiguity. In Dunfield [2014]’s calculus, we can merge two arbitrary

terms e1 and e2 together. Then a non-deterministic semantics of merge operator e1 , , e2 is adopted
where e1 , , e2 can be evaluated to either e1 and e2. Thus, for example, we can have the following

non-deterministic evaluation for the same expression:

1 + (1 , , 2) ↩→ 2 1 + (1 , , 2) ↩→ 3

Note that both (1 , , 2) ↩→ 1 and (1 , , 2) ↩→ 2 are type-safe here. However, such cases mean that

reduction is ambiguous, as multiple results are possible.

Disjoint intersection types. To address the problem of ambiguous merges Oliveira et al. [2016]

proposed disjoint intersection types. The idea is that only merges of expressions with disjoint types

are allowed. The design philosophy of disjoint intersection types is that a merge should be able

to be used in any context that expects a supertype of its type. A typical example of a context is

being wrapped with a type annotation. Consider f and g as two functions. For (f , , g) : ⊤ → Bool
to exhibit unambiguous behavior, it needs to select either f or g. If their types are disjoint, they
cannot share a common supertype like ⊤ → Bool, meaning that only one of them can be used to

determine the behavior. Therefore casting a merge to any supertype is acceptable. This idea leads to

the definition of disjointness in the line of work on disjoint intersection types [Oliveira et al. 2016]:

Proc. ACM Program. Lang., Vol. 9, No. OOPSLA2, Article 279. Publication date: October 2025.



279:6 Han Xu, Xuejing Huang, and Bruno C. d. S. Oliveira

Definition 2.1 (Disjointness Specification). A ∗𝑑 B ≜ ∀ C, if A ≤ C ∧ B ≤ C, then ⊤ ≤ C .

If the only common supertype between two types is the top type (and types that are equivalent to

top), then the only value that can have both types is the canonical top value (i.e. in the coercive

interpretation the top type is interpreted as a unit type). Other values can either have type 𝐴

or 𝐵 but not both types at once. With disjointness, we can unambiguously extract each (non-⊤)
component under different type contexts.

(1 , , True , , not) : Int ↩→ 1 (1 , , True , , not) : Bool ↩→ True

(1 , , True , , not) : Bool → Bool ↩→ not
Next we show a few more examples to illustrate disjointness on different types.

𝐴 = Int 𝐵 = Bool Disjoint (no common non-top supertype)

𝐴 = Int& String 𝐵 = Bool& String Common supertype: String

𝐴 = Int → String 𝐵 = Bool → String Common supertype: Int&Bool → String
Only in the first example the types Int and Bool are disjoint with each other, as their only common

supertype is ⊤. But the subsequent two examples are not as we can find a common supertype for

them. To guarantee that upcasting is always valid and type-safe, semantically different components

in merges cannot share any supertype, except for types that are equivalent to ⊤.

Definition 2.2 (Type Equivalence). A =𝑠 B ≜ A ≤ B ∧ B ≤ A.

Limitations of disjointness. While disjointness is a valuable approach, it comes with limitations.

For instance, disjointness prevents conventional function overloading, such as:

show = (showInt : Int → String) , , (showBool : Bool → String)
Here, this merge is not disjoint because the return type is the same. Thus, we can find a common

supertype, such as Int&Bool → String, which would make extracting one of the functions ambigu-

ous (both functions could be extracted). A limitation of disjointness is that it tries to ensure that all
future casts on the merge are unambiguous. While this is a nice property to have, in some cases,

like the above, it is too limiting. For example, we can use the merge above without ambiguity as:

show 1 ↩→ "1" show True ↩→ "True"
The argument 1 and True can uniquely determine the function we want to apply is showInt or
showBool. Ambiguity should be triggered in cases such as:

show (1 , , True) ↩→ "1" show (1 , , True) ↩→ "True" show (1 , , True) ↩→ "1" , , "True"
Here 1 , , True can be an argument to both showInt and showBool. Disjointness rejects many forms

of overloaded functions because of this issue, and calculi with disjoint intersection types cannot

fully support overloading. More generally, there is currently no deterministic calculus with merges

that supports all four features in Table 1.

2.3 Apartness: Relaxing Disjointness
To admit a wider range of useful programs, and support all four features in Table 1, we introduce

apartness. Apartness replaces disjointness and delays the ambiguity check in some cases. Fig. 2

graphically contrasts apartness and disjointness. Disjointness accepts no ambiguity at all, while

apartness allows some levels of ambiguity like showInt , , showBool, even if there is a common

supertype Int&Bool → String. Though apartness is more relaxed, it does not allow ambiguity

where one type completely shadows (i.e., it is a subtype of) the other. The term shadowing denotes

that a value of subtype A can always be used in place of a value of supertype B under the coercive

subtyping view described in Section 2.2. When type A shadows B it is impossible to have a context

that extracts the term of type B without matching the term of type A.
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Int Bool ⊤ → Bool Int→Bool Int→String
Int&Bool

→
String

Bool→String

Fig. 2. Cases: A disjoint with B, A (completely) shadows B, and A apart (or partly overlaps) with B.

For instance, the merge 1 , , 2 , , True is ambiguous when it is used as a value of type Int and there
is no supertype that can be used to remove ambiguity for extracting an integer. Thus, in this case,

apartness (as well as disjointness) rejects the merge.

Guarded subtyping. By shifting from disjointness to apartness, we gain the ability to support

function overloading. In such cases, the ambiguous casts can still be rejected later by our type system,

through the guarded subtyping relation. From a coercive point of view, the subtyping relation denotes

the existence of a coercion, while guarded subtyping denotes the existence of a unique coercion.
Thus, both (showInt , , showBool) : Int&Bool → String and (showInt , , showBool) (1 , , True)
are ill-typed. Apartness accepts merges if there are casts that allow us to extract every piece of
information in the merge. For the show example, we can find casts that can extract both functions:

show : Int → String (extracts showInt)
show : Bool → String (extracts showBool)

So the show merge should be accepted. However, if we have:

badShow1 = (showInt1 : Int → String) , , (showInt2 : Int → String)
badShow2 = (showInt1 : Int → String) , , (showInt2 : (Int& String) → String)

we should reject those merges. In the first case we cannot extract showInt1 or showInt2 without
ambiguity. In the second case, we can extract showInt1without ambiguity using badShow2 : Int →
String. However, we cannot extract showInt2without ambiguity, since badShow2 : (Int& String) →
String is ambiguous and can match both showInt1 and showInt2. Apartness only guarantees that

we can choose components from a merge depending on the context. In contrast, disjointness

guarantees that we can choose a component regardless of the context. Nevertheless, apartness

(with guarded subtyping) is still able to achieve determinism, as we shall see later in Section 2.4.

Encoding records via overloading. An advantage of apartness is support for a more lightweight

encoding of records via first-class labels [Leijen 2004] and function overloading. This encoding of

records was first proposed by Castagna et al. [1995]. In this encoding a record type {𝑙 : 𝐴} is viewed
as a function type Sig l → A from a singleton type to the value. Such feature is helpful to simplify

a calculus with the merge operator. The notable point is that such simplification is not possible

with disjoint intersection types because merging Sig l1 → Int with Sig l2 → Int will be illegal since
the functions have the same return type, like in the show example. Thus calculi with disjointness

have to use the primitive record encoding as {𝑙1 : Int} and {𝑙2 : Int} to model multi-field records.

With the weaker notion of apartness, we can simplify the record encoding inside the whole system,

and model records as functions where the input type is the label to be projected.

2.4 Technical Overview
In this section, we will give a more technical overview towards the key design and mechanisms for

apartness, guarded subtyping as well as the features in source and target calculi.
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Apartness specification. For apartness, the specification becomes harder, compared to disjointness.

We need to specify that if type A is apart with type B, then every type component inside A and B
should not shadow or be a subtype of the other. We define a (minimal) type component through

the notion of a minimal ordinary type MinOrd B A, which states that type B is a type component

(i.e., supertype and being non-intersection) of A. Here minimal is in terms of subtyping relations.

We provide an intuition of MinOrd B A with some simple examples first:

A = B = MinOrd B A

Bool ⊤ ✗ as ⊤ is not a minimal component (Bool component subsumes it)

Bool& String String D
Bool& String Bool& String ✗ as B is an intersection type

For type Bool, the only type component is Bool itself, while for type Bool& String, a type com-

ponent can be either Bool or String. Note that an intersection type can never be a minimal type

component. Next we show some more complex examples, where A and B themselves contain

overlapping or shadowing.

A = B = MinOrd B A

(Int → String) & (Bool → String) Int → String D
(Int → String) & (Bool → String) (Int&Bool) → String ✗

(Int → String) & ((Int&Bool) → String) Int → String D
For (Int → String) & (Bool → String), the type component can be either Int → String or

Bool → String. But the supertype Int&Bool → String cannot be a type component as it completely

shadows (is the supertype) of Int → String. The type (Int → String) & ((Int&Bool) → String), is
equivalent to the type Int → String in terms of the subtyping relation. Thus the type component

can only be Int → String. We can now give a formal definition of MinOrd:

Definition 2.3 (Minord). MinOrd B A ≜ B◦ ∧ A ≤ B ∧ (∀ C, if C◦ ∧ A ≤ C ∧ C ≤ B, then B ≤ C).
Here B◦ denotes an ordinary type (i.e. B cannot be an intersection type), and A ≤ B restricts B to

be a supertype of A. The condition stating that ifA ≤ C ∧ C◦ ∧ C ≤ B, then B ≤ C, suggests that B
is a minimal type component of A as any other type that satisfies the same requirement should be

equivalent to type B. With MinOrd we can give the specification of apartness:

Definition 2.4 (Apartness Specification). A ∗𝑠 B ≜ ∀C1 C2, if MinOrd C1 A ∧MinOrd C2 B, then
either C1 = ⊤ or C2 = ⊤ or (¬(C1 ≤ C2) ∧ ¬(C2 ≤ C1)).
Such specification checks that all the type components C1 in A and C2 in B do not contain any

shadowing (¬(C1 ≤ C2) ∧ ¬(C2 ≤ C1)), unless one of them is ⊤.

Guarded subtyping and lack of transitivity. Since apartness is guaranteed through merges, and it

delays the check of ambiguity in some cases, we need another relation that performs a final safety

check to ensure no ambiguity. This check is done via the guarded subtyping relation A ≾ B. The
guarded subtyping relation A ≾ B is a restricted version of subtyping that ensures that a coercion

from type A to type B is unique.
Unlike the usual subtyping relation, the guarded subtyping relation A ≾ B is not transitive. This

means that even if A ≾ B and B ≾ C, it does not necessarily follow that A ≾ C. For example:

(Int → String) & (Bool → String) ≾ (Int → String) (Int → String) ≾ (Int&Bool → String)
¬((Int → String) & (Bool → String) ≾ Int&Bool → String)
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(Int → String) & (Bool → String) is a guarded subtype of Int → String, and Int → String is a

guarded subtype of Int&Bool → String. However, (Int → String) & (Bool → String) is not a
guarded subtype of Int&Bool → String because both components in the intersection are subtypes

of Int&Bool → String. This demonstrates that directly replacing a type annotation with its guarded

supertype can lead to ill-typed programs.

Consequently, more type information needs to be preserved at runtime to ensure type correctness.

We address this by allowing type annotations to be accumulated within function-like values.

By keeping track of intermediate types, we ensure that a unique path exists for future well-

typed function application. To make this concrete, suppose we have a function annotated as

𝜆A→A′
x . e : (B → B′) : (C → C′), even though the function itself is uniquely determined (there

is no ambiguity that 𝜆A→A′
x . e implements C → C′

and we do not need to choose from merges

of functions), we cannot drop B → B′ because B maintains the path for converting the function

argument from C to A, and B′ is essential for converting the function application result as well.

Transitivity, determinism, and flexibility. In sufficiently rich type systems with merges, achieving

transitivity, determinism, and flexibility simultaneously often proves impossible. Prior work illus-

trates this tension through different design trade-offs: Dunfield [2014]; Xue et al. [2022]’s calculi

preserve flexibility and transitivity but sacrifice determinism; calculi based on disjoint intersection

types [Oliveira et al. 2016] maintain transitivity and determinism by sacrificing flexibility. Our

work takes a different approach by sacrificing transitivity to preserve determinism and flexibility.

There is an analogous issue in gradual type systems, in calculi like the blame calculus [Wadler and

Findler 2009]. Gradual typing systems use a consistency relation (∼) that checks the compatibility

of types by relaxing equality, accepting an unknown type (★) in type components. However, this

relation is inherently non-transitive. For example:

𝐼𝑛𝑡 ∼ ★ is true, ★ ∼ 𝐵𝑜𝑜𝑙 is true, but 𝐼𝑛𝑡 ∼ 𝐵𝑜𝑜𝑙 is false.

Gradual typing systems also employ a consistent subtyping relation (≲) that combines subtyping

with type consistency. While ≲ supports flexibility by allowing some loss of information, it too is

non-transitive. For instance:

𝐼𝑛𝑡 ≲ ★ is true, ★ ≲ 𝐵𝑜𝑜𝑙 is true, but 𝐼𝑛𝑡 ≲ 𝐵𝑜𝑜𝑙 is false.

This trade-off between flexibility and transitivity is discussed by Siek and Taha [2007]. By dropping

transitivity, we align with these established principles, ensuring determinism and flexibility without

sacrificing type safety.

Type well-formedness. To achieve a calculus with the desirable properties of determinism and

flexibility, we impose well-formedness constraints on types. These constraints ensure that types

are constructed in a manner that avoids ambiguities, since all types in intersections must be apart.

Well-formedness disallows unrestricted intersections such as Int& Int because they can lead to

non-deterministic behavior when merged values are projected in different contexts. Moreover the

use of guarded subtyping, instead of subtyping, prevents any remaining ambiguity arising from

types that are apart, but overlapping. The calculus presented in Sec. 4 adopts this design with type

well-formedness and is proven to be both type safe and deterministic.

Type normalization and unrestricted intersections. While well-formedness constraints are a simple

way to ensure determinism, there are compelling reasons to allow unrestricted intersection types in a

languagewithmerges. Unrestricted intersection types provide greater convenience for programmers

by enabling more expressive and flexible type constructions. For instance, in a language with

unrestricted intersections we can write 1 : Int& Int, but there is still an apartness check on merges,

so the terms (1 , , 2) : Int& Int or (1 , , 1) : Int& Int would be forbidden. Unrestricted intersection
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A:

{x: Int}

B:

{x: Int, y: Bool}

C:

{x: Int, z: Char}

D:

{x: Int, y: Bool, z: Char}

Fig. 3. Interface inheritance hierarchy with unrestricted intersections.

types are useful, but we need to be careful to make them safe during coercions. For example,

1 : Int& Int can be safely uniquely coerced into the term 1 , , 1, but 1 , , 1 is not well-formed as it

represents multiple choice of 1 on both sides of the merge. Instead of forbidding such terms in the

first calculus 𝜆∗, in second calculus 𝜆 |∗| we normalize types into a well-formed canonical form, and

then coerce the terms with normalized types. This calculus 𝜆 |∗| , which is presented in Sec. 5, does

not have type well-formedness restrictions and allows unrestricted intersections.

The unrestricted type system allows types like Int& Int. Such non-apart types are especially

useful in modeling object-oriented programming style multiple (interface) inheritance. For example,

consider the following class hierarchy in Fig. 3. In this scenario, it would be useful to use B&C to

denote the type of class D. However, the intersection B&C is not apart, so it is not possible to use

B&C to denote the type D in the calculus with type well-formedness. It could be cumbersome to

manually write the type D directly or using type difference/annotations to resolve the conflict [Xu

et al. 2023]. Instead, the calculus with normalization allows programmers to more naturally and

intuitively express the combination of multiple inherited types directly as type B&C.
To enable unrestricted intersections, we need to normalize types into a well-formed canonical

form. For instance, a type like Int& (Bool& Int) can be normalized to Int&Bool, which is a well-

formed type under the type system in Sec. 4. Similarly, we could normalize B&C to end up with the

type D. Before type checking and execution, we translate programs from the source calculus 𝜆 |∗| in
Sec. 5 to the target calculus 𝜆∗ in Sec. 4. The target calculus 𝜆∗ enforces stricter well-formedness

constraints and ensures that all types are normalized. Notably this translation process shows

that, while there is a restriction on types in the target calculus 𝜆∗, no expressive power is lost by

this restriction on type well-formedness. The unrestricted syntax of intersection types has been

given a constrained meaning by translation to well-formed intersection types, established by type

normalization and a value-to-value mapping between 𝜆 |∗| and 𝜆∗ in Sec. 5.

Type difference as type normalization. Type difference is an approach to conflict resolution

proposed by Xu et al. [2023] to eliminate conflicts between terms of type A and type B. This
mechanism for conflict resolution is based on coercive subtyping. In our calculus, type annotations

can be used to manually resolve conflicts arising from overlapping types. For example, consider

the variables x of type Int&Bool and y of type Int& String. Attempting to merge x and y (i.e.,

x , , y) results in a conflict because they share the type Int. To resolve this conflict, we can use type

annotations to explicitly exclude the conflicting type from either x or y:

(x : Bool) , , y or x , , (y : String)

While type annotations effectively resolve conflicts, they can become impractical with large or

complex types, requiring extensive manual annotations. For instance, with multiple inheritance,
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we may need to resolve conflicts in C1 and C2 when merging them:

e1 of type:

C1 = { l1:Int,

l2:Bool,

...

ln1:String→Int

};

e2 of type:

C2 = { l1:Bool,

l2:Bool,

...

ln2:Bool→Int,

}

Manually resolving such conflicts becomes laborious and sometimes extremely hard. To address

such problems, type difference was designed to automate the annotations needed, enabling us to

programmatically exclude conflicting parts without verbose annotations. Using type difference, we

can resolve conflicts succinctly:

e1, , (e2\C1)
(e1\C2) , , e2

or
e1, , (e2\e1)
(e1\e2) , , e2

where e\A suggests removing all the type A components from e, and e1\e2 suggests removing all

conflicting parts of e1 and e2 from e1.
Though Xu et al.’s type difference is expressive, it is not total. Type difference under disjointness

cannot resolve all the merge conflicts. For example, if we have type Int → String and Bool → String,
Xu et al.’s type difference cannot find a type C = (Int → String)\(Bool → String) such that C
is mergeable (disjoint) with Bool → String, while keeping all the other information in type

Int → String. In their work, Xu et al. proposed a specification for type difference, denoted as

A\𝑠B = 𝐶 , alongwith a partial algorithm that is sound and complete with respect to this specification.

In contrast, our work introduces a relaxation of disjointness using a one-sided apartness relation

A <∗B. This relation ensures that the type components of B are not shadowed by those of A,
but not necessarily vice versa (formally defined in Definition 6.1). Under this relaxed notion, we

obtain a total specification for type difference. Besides, we present type normalization as a different
algorithm that is both sound and complete with respect to the new specification. In this framework,

a type A is normalized to |A| through an auxiliary process that normalizes one type with respect to

another, denoted |A|B. Full normalization is a special case: |A|⊤, which resolves all conflicts in A
relative to the top type.

Type normalization |A|B is sound and complete with respect to the new type difference specifi-

cation: A\𝑠B = |A|B, and for all C, if A\𝑠B = C, then C ≤ |A|B and |A|B ≤ C. Importantly, under

our new formulation, |A|B is algorithmic and total, and provides an algorithm for type difference.

All conflicts in two non-apart types can be resolved by applying type normalization twice: first

compute |A|B, then compute |B| |A |B .

3 Apartness and Guarded Subtyping for Intersection Types
This section shows how to derive algorithmic formulations of apartness and how to formulate

guarded subtyping with intersection types and a merge operator.

3.1 Syntax and Subtyping
Types. Our type syntax follows the syntax of 𝜆+𝑖 by Huang et al. [2021], extended with a bottom

type and a singleton type. The top and bottom types are crucial here to support type difference

and normalization, as suggested by Xu et al. [2023]. Singleton types Sig l are included for encoding

record types. A labelled type (or single-field record type) {𝑙 : 𝐴} is represented by the function

type Sig l → A. A multi-field record type is then represented as an intersection of labelled types. A

record type is an overloaded function, where the input type is the label to be projected.
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Types 𝐴, 𝐵,𝐶 F Int | ⊤ | ⊥ | A&B | A → B | Sig l
Ordinary Types A◦, B◦,C◦ F Int | ⊤ | ⊥ | A → B◦ | Sig l
Labelled type encoding {𝑙 : 𝐴} ≜ Sig l → A

Record encoding {𝑙1 : 𝐴1, . . . , 𝑙𝑛 : 𝐴𝑛} ≜ {𝑙1 : 𝐴1} & . . . & {𝑙𝑛 : 𝐴𝑛}

𝐴 ≤ 𝐵 (Declarative BCD Subtyping)

A ≤ A ⊥ ≤ A A ≤ ⊤

B ≤ A C ≤ D

A → C ≤ B → D

A ≤ B B ≤ C

A ≤ C

A1 &A2 ≤ 𝐴𝑖

A ≤ B1 A ≤ B2
A ≤ B1 &B2

(A → B1 ) & (A → B2 ) ≤ A → (B1 &B2 )

A <: B (Algorithmic BCD Subtyping)

A <: A ⊥ <: A A <: ⊤

C◦ D◦ B <: A C <: D

A → C <: B → D

A ≃ A1 &A2 𝐴𝑖 <: B

A <: B

B ≃ B1 &B2 A <: B1 A <: B2
A <: B

⊢𝑠 A (Type Well-Formedness (Strict))

⊢𝑠 Int ⊢𝑠 Sig l ⊢𝑠 ⊥ ⊢𝑠 ⊤
⊢𝑠 A ⊢𝑠 B B◦

⊢𝑠 A → B

⊢𝑠 A ⊢𝑠 B A ≠ ⊤ B ≠ ⊤ A ∗ B
⊢𝑠 A&B

A ≃ B&C (Type Splitting)

A&B ≃ A&B

B ≃ B1 &B2
A → B ≃ (A → B1 ) & (A → B2 )

Fig. 4. BCD subtyping, ordinary types, splittable types and the strict type well-formedness.

Subtyping, ordinary and splittable types. BCD subtyping [Barendregt et al. 1983] is a widely used

subtyping relation for intersection types. BCD subtyping includes common intersection type rules

that ensure the commutativity (A&B ≤ B&A) and associativity (A& (B&C) ≤ (A&B) &C) of
subtyping, which allows us to handle multi-field record types as intersection types without any

loss of precision. The most important feature of BCD-style subtyping is that it allows function

types to distribute over intersection types. We have all the types in the original BCD type system.

The declarative subtyping rules, presented at Fig. 4, extend BCD subtyping with rules for singleton

types and the bottom type, but exclude the top arrow rule ⊤ ≤ ⊤ → ⊤, which does not appear to

be particularly practical—though such a rule can be added with a valid coercion. The extension of

singleton and bottom types is easy as they do not interact with the intersection subtyping rules.

On the right of the middle of Fig. 4 shows an algorithmic formulation of subtyping, that eliminates

transitivity and is equivalent to the declarative formulation [Huang et al. 2021]. This algorithmic

formulation relies on two notions, ordinary types and splittable types, which are shown in Fig. 4.

Ordinary types [Davies and Pfenning 2000], are types that do not contain top level intersections.

In BCD subtyping, arrow types such as A → B&C may behave like intersection types due to

distributivity. In the algorithmic formulation (A <: B) of subtyping (A ≤ B) we restrict the notion of

ordinary types to exclude such types. Splittable types are the complement of ordinary types. Type

splitting separates the intersection components inside intersection-like types. Though a splittable

type may not always have intersection at its top-level, the type is still equivalent to an intersection.

To fully analyze the subtyping behaviour, we define splittable types as shown in Fig. 4.
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3.2 Type Well-Formedness
Type well-formedness ensures that a type always has at most one unique coercion to another

well-formed type. These conditions, along with the guarded subtyping introduced later in Sec. 3.4,

prevent the casting result from being ill-typed. Type well-formedness is algorithmic, and therefore

uses the algorithmic apartness in Sec. 3.3 instead of apartness specification A ∗𝑠 B in its definition.

We will motivate the design of type well-formedness through an intersection type example. First,

we want to avoid overlap within types, specifically avoiding situations where A& B exists without

A ∗ B. For example, Int& Int leads to ambiguity inside types, since there is more than one coercion

to type Int. Second, to ensure that coercions are unique, we require that the splitting results of

the type are always apart. In particular, for a type like A → B&C, we need (A → B) ∗ (A → C)
given that A → B&C ≃ (A → B) & (A → C). This requires a more rigorous approach than simply

checking the apartness of intersections structurally, as B ∗ C does not imply (A → B) ∗ (A → C).
An example occurs when B equals ⊤. Function types like Int → ⊤&Bool may seem harmless if

we only verify the apartness of the intersection in the function’s return type. However, it splits

into overlapping types Int → ⊤ and Int → Bool. To achieve an algorithmic version of apartness

(shown in Figure 5) satisfying the requirement of uniqueness that every type component being

apart, we introduce a type well-formedness definition that possesses the following properties:

Theorem 3.1 (Well-Formed Types have Apart Components). If ⊢𝑠 A, and A ≃ B&C, then
A = B&C, B ∗ C, ⊢𝑠 B and ⊢𝑠 C .

With this property, we can later show completeness of the apartness algorithm in Sec. 3.3. Type

well-formedness may seem restrictive here, as it requires arrow types (like A → B&C) to be written
in its equivalent form (A → B) & (A → C). However, this restriction will be partially resolved in

Sec. 4 by relaxing well-formedness and fully resolved in Sec. 5 by transforming every type into a

well-formed type by type normalization.

3.3 Apartness
Our goal is to define an algorithmic formulation of apartness that is equivalent to the specification

in Sec. 2.4. Our algorithmic apartness relation (A ∗ B) is defined for BCD subtyping [Barendregt

et al. 1983], and it essentially expresses that for types 𝐴 and 𝐵, it is always possible to extract all

the information from values of both types without ambiguity. To formally define apartness and

ambiguity, we use an auxiliary relation A ≬ B that expresses whether two types A and B contain

shadowing (i.e. if one’s component is a subtype of the other’s). We want to define our apartness

A ∗ B based on the negation of the shadowing relation A ≬ B (i.e., A ∗ B = ¬(A ≬ B)).
Shadowing. The shadowing relation determines whether the type components of two types A

and B shadow each other, and whether there is ambiguity between A and B. Some examples of

types A and B and their shadowing relations are:

𝐴 = Int 𝐵 = Bool ¬(A ≬ B)
𝐴 = Int&Bool 𝐵 = Bool A ≬ B

𝐴 = Int 𝐵 = ⊤ ¬(A ≬ B)
𝐴 = Int → String 𝐵 = Bool → String ¬(A ≬ B)
𝐴 = Int → String 𝐵 = (Int&Bool) → String A ≬ B

Most of these examples are straightforward. Notably, in the third example where B is⊤, we consider
⊤ to have no type component. Therefore, shadowing of type A over type ⊤ cannot occur as the

two types do not share any type component. Besides, ⊤ cannot shadow any type. The negation of

this judgement then always allows the ⊤ type to be apart with any type.
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A ≬ B (Type Shadowing)

A ≃ A1 &A2

𝐴𝑖 ≬ B

A ≬ B

A◦

B ≃ B1 &B2 A ≬ 𝐵𝑖
A ≬ B

A◦ B◦

A <: B B ≠ ⊤
A ≬ B

A◦ B◦

B <: A A ≠ ⊤
A ≬ B

Fig. 5. Shadowing.

We provide an inductive definition of A ≬ B in Fig. 5. Ignoring the gray conditions, we can see

that shadowing is defined when one type is a subtype of the other, or when any of their splitting

components have a shadowing relationship. These gray-colored side conditions reduce overlap

between the rules and help make the implementation more efficient. We have proved that adding

these conditions leads to an equivalent definition. With these conditions, intersection-like types

are always split, and only the ordinary components are compared in subtyping checks to decide

whether there is a conflict. Now we can write our algorithmic apartness A ∗ B as ¬(A ≬ B).

Soundness and completeness of algorithmic apartness. The formulation of apartness A ∗ B via

the negation of A ≬ B is sound with respect to the specification A ∗𝑠 B given in Sec. 2.4. Com-

pleteness requires more work. We have (Int → String) ∗𝑠 (Bool → String) & ((Int&Bool) →
String) but not (Int → String) ∗ (Bool → String) & ((Int&Bool) → String). As suggested

in Section 2.4, Int → String has one minimal ordinary type component, namely itself, while

(Bool → String) & ((Int&Bool) → String) also has only one minimal ordinary type component

Bool → String. Then, since the only type components are unrelated by subtyping, the specification

apartness holds. However, for algorithmic apartness, we recursively decompose the types and try

to find the subtyping relation between them. Therefore we do not have (Int → String) ∗ (Bool →
String) & ((Int&Bool) → String) for (Int&Bool → String) ≤ Int → String. To address such

incompleteness, we introduce a notion of well-formed types ⊢𝑠 A which restricts intersections to

apart types. Under this restriction, we are now able to formulate a form of completeness.

Theorem 3.2 (Soundness of Apartness). If A ∗ B, then A ∗𝑠 B.

Theorem 3.3 (Completeness of Apartness). If ⊢𝑠 A, ⊢𝑠 B, and A∗𝑠B, then A ∗ B.

3.4 Guarded Subtyping
Next we introduce the guarded subtyping relation. With disjointness, a term of type A can always

be cast to a term of type B when A ≤ B, without introducing ambiguity. However, with apartness,

this is no longer true. Since apartness allows more ambiguity, we need to have a notion to validate

casting. The guarded subtyping relation is essentially a restricted version of subtyping. Unlike

subtyping, guarded subtyping is not transitive.

Definition. Guarded subtyping, denoted as A ≾ B, ensures that a term of type A can be unam-

biguously cast to a term of type B. This unambiguity arises not merely because A is a subtype of B,
but importantly because there is a unique way to coerce a value of type A into a value of type B. In
other words, any value of type A can be unambiguously mapped to a value of type B.

To provide more intuition, we can illustrate the guarded subtyping with some concrete examples:

𝐴 = (Int → String) & (Bool → String) 𝐵 = Bool → String A ≾ B

𝐴 = (Int → String) & (Bool → String) 𝐵 = (Int&Bool) → String ¬(A ≾ B)
𝐴 = (Int → String) & (Bool → String) 𝐵 = (Bool → String) & (Int → String) A ≾ B

𝐴 = (Int → String) & (Bool → String) 𝐵 = String ¬(A ≾ B)
𝐴 = (Int → String) & (Bool → String) 𝐵 = ⊤ A ≾ B
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A ≾ B (Guarded Subtyping)

C-andL

B◦ A ≃ A1 &A2

A1 ≾ B ¬(A2 <: B)
A ≾ B

C-andR

B◦ A ≃ A1 &A2

A2 ≾ B ¬(A1 <: B)
A ≾ B

C-and

B1 ≃ B2 &B3
A ≾ B2 A ≾ B3

A ≾ B1

C-ord

(A1 → B1 )◦ (A2 → B2 )◦ A2 ≾ A1 B1 ≾ B2
A1 → B1 ≾ A2 → B2

C-int

Int ≾ Int

C-sig

Sig l ≾ Sig l

C-top

A ≾ ⊤

C-bot

⊥ ≾ ⊥

Fig. 6. Guarded subtyping.

In the first example, we can find a unique coercion from (Int → String) & (Bool → String) to
Bool → String, since only the term of type Bool → String can be coerced to a term of type Bool →
String. However, when casting a term of (Int → String) & (Bool → String) to (Int&Bool) →
String, we are unable to tell whether the resulting (Int&Bool) → String comes from the term

that implements Int → String or the one that implements Bool → String. Therefore, it is rejected
by the guarded subtyping relation. In the last three examples we consider cases where B is an

intersection type, a type that is apart from A, and the type ⊤. For intersection type cases, we only

need to check whether every type component in type B is a guarded supertype of A. For types that
do not have a subtyping relation, such coercion is not permissible as terms of B cannot provide

sufficient information to build a value of A. For the ⊤ type, as there is only one value ⊤ associated

with it, mapping from any set of values to it is always unique and never leads to ambiguity.

Guarded subtyping is defined in Fig. 6. Rules C-andL and C-andR suggest that only one of the

two parts of an intersection-like type could contribute to the supertype, otherwise ambiguity is

introduced. For example, we are not able to choose from a merge of (Int → String) & (Bool →
String) for the type (Int&Bool) → String. Note that these two rules use the negation of subtyping

rather than guarded subtyping, since they are checking if there exists a unique path from the

subtype to the supertype. If the condition is relaxed to be ¬(A1 ≾ B) or ¬(A2 ≾ B), we will be
able to derive Int& Int& Int ≾ Int due to ¬(Int& Int ≾ Int). Rule C-and is unsurprising: when the

supertype is an intersection-like type, the unique coercion exists when there exists unique coercions

to both of its intersection components. Finally rules C-int, C-sig, C-top, and C-ord define the

behaviour of casting for non-intersection types. The notable case is the function rule C-ord, where

we also enforce that the relation is contravariant on the input types of functions.

Soundness. The guarded subtyping relation always leads to safe casting as the casting is an upcast,
and there is no ambiguity. No casting from both A and B is available unless they are cast to type ⊤.
Thus, no ambiguity is caused during casting.

Theorem 3.4 (Soundness of Guarded Subtyping). If A ≾ B, then A ≤ B.

Theorem 3.5 (Safe Casting). If A ∗ B and A ≤ C and B ≤ C, then ¬(A&B ≾ C) or ⊤ ≤ C.

4 The 𝜆∗ Calculus
In this section, we introduce a lambda calculus with a merge operator, referred to as 𝜆∗. Similar

to previous calculi featuring disjoint intersection types (e.g. F+𝑖 [Fan et al. 2022]), 𝜆∗ uses type
annotations to trigger dynamic casts that coerce values. These values are often aggregated through

merges that are statically checked for conflicts. We will first explain how the type system employs

the concept of apartness to validate merges and support overloaded functions. Following this, we

will explore dynamic dispatching as demonstrated in the reduction rules.
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(Syntax of Expressions)

Expressions e F x | i | ⊤ | {l} | 𝜆A→Bx . e | fixA x . e | e1 e2 | e : A | e1 , , e2
Function-Like Values u F 𝜆A→Bx . e | u : A → B

Values v F u | i | ⊤ | {l} | v1 , , v2

⊢𝑟 A (Relaxed Type Well-Formedness)

⊢𝑠 A

⊢𝑟 A

⊢𝑟 A ⊢𝑠 B

⊢𝑟 A → B

⊢𝑟 A ⊢𝑟 B A ∗ B
⊢𝑟 A&B

⊢ Γ (Well-Formedness of Typing Environments)

⊢ ·
⊢ Γ ⊢𝑟 A x ∉ dom Γ

⊢ Γ, x : A

Γ ⊢𝑡 e ⇔ A (Typing Rules of 𝜆∗)

TTyp-top

⊢ Γ

Γ ⊢𝑡 ⊤ ⇒ ⊤

TTyp-lit

⊢ Γ

Γ ⊢𝑡 i ⇒ Int

TTyp-sig

⊢ Γ

Γ ⊢𝑡 {l} ⇒ Sig l

TTyp-fix

Γ, x : A ⊢𝑡 e ⇐ A

Γ ⊢𝑡 fixA x . e ⇒ A

TTyp-anno

Γ ⊢𝑡 e ⇐ A

Γ ⊢𝑡 e : A ⇒ A

TTyp-var

⊢ Γ
x : A ∈ Γ

Γ ⊢𝑡 x ⇒ A

TTyp-abs

⊢𝑟 A → B
Γ, x : A ⊢𝑡 e ⇐ B

Γ ⊢𝑡 𝜆A→Bx . e ⇒ A → B

TTyp-app

B ⊢ A� C
Γ ⊢𝑡 e1 ⇒ A
Γ ⊢𝑡 e2 ⇒ B

Γ ⊢𝑡 e1 e2 ⇒ C

TTyp-merge

A ∗ B
Γ ⊢𝑡 e1 ⇒ A
Γ ⊢𝑡 e2 ⇒ B

Γ ⊢𝑡 e1 , , e2 ⇒ A&B

TTyp-sub

⊢𝑟 B
Γ ⊢𝑡 e ⇒ A

A ≾ B

Γ ⊢𝑡 e ⇐ B

Fig. 7. The syntax, type well-formedness and typing rules for 𝜆∗.

4.1 Syntax and the Type System of 𝜆∗
Expressions and values. We define the syntax of expressions and values at the top of Fig. 7. Every

function in 𝜆∗ must be accompanied by annotations, including the parameter and return type. These

annotations can be nested layer by layer. We refer to lambdas with multiple annotation layers as

function-like values and use the meta-variable u to represent them. In addition to functions, 𝜆∗
supports singleton values ({l}), fixpoints (fixA x . e) and merges (e1 , , e2). The top value ⊤ can be

viewed as a merge with zero components.

Relaxed type well-formedness. We use a specially crafted type well-formedness definition in 𝜆∗,
defined in the middle of Fig. 7. In the strict type well-formedness ⊢𝑠 A (see Fig. 4), intersections

cannot contain ⊤, and arrow types A → B must enforce that the type B is a non-intersection

type. The relaxed well-formedness ⊢𝑟 A loosens the strict criteria, allowing top types ⊤ to be

intersected, and arrow types to have intersection types as the return types. Though the relaxed type

well-formedness offers greater flexibility, its primary purpose is to enable a value-to-value mapping

between 𝜆 |∗| and 𝜆∗. If a value in 𝜆 |∗| were mapped to a non-value in 𝜆∗, then the correspondence

would also need to extend substitution in 𝜆 |∗| (with values) to substitution in 𝜆∗ (with non-values),

making it nearly impossible to track equivalence between the source and target calculi.

To ensure this value-to-value mapping, function-like values are allowed to have only arrow

type annotations, such as 𝜆A→B&Cx . e. In contrast, annotations like 𝜆x . e : (A → B) & (A → C)
are disallowed, as they could evaluate to a merge of functions, e.g., 𝜆A→Bx . e , , 𝜆A→Cx . e, which
is not a value in the target calculus. Therefore, it is crucial to permit arrow types that return

intersections—such as A → B&C—to be well-formed, while avoiding intersection types at the top

level of function annotations. Although relaxed type well-formedness admits more components, it

remains safe due to completeness with respect to apartness. Moreover, it ensures that equivalent

types can always be uniquely and safely coerced.

Theorem 4.1 (Soundness of Relaxed Well-Formedness). If ⊢𝑠 A then ⊢𝑟 A.
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B ⊢ A �̸ (Inapplicability)

¬(B <: A)
B ⊢ A → C �̸ B ⊢ Int �̸ B ⊢ Sig l �̸ B ⊢ ⊤ �̸

D ⊢ A �̸ D ⊢ B �̸

D ⊢ A&B �̸

B ⊢ A� C (Type Dispatching)

B ≾ A

B ⊢ A → C � C

A1 ∗ B1
D ⊢ A� A1 D ⊢ B� B1

D ⊢ A&B� A1 &B1

D ⊢ A� A1

D ⊢ B �̸

D ⊢ A&B� A1

D ⊢ A �̸
D ⊢ B� B1

D ⊢ A&B� B1

Fig. 8. The type dispatching relation for 𝜆∗.

Theorem 4.2 (Well-formed Types Respect Apartness). If ⊢𝑟 A and A ≃ B&C, then B ∗ C.
Theorem 4.3 (Completeness for Relaxed Well-Formedness). For all 𝐴 𝐵 that ⊢𝑟 A and ⊢𝑟 B,

if A∗𝑠B then A ∗ B.
Theorem 4.4 (Round-Trip Coercion). For all 𝐴 𝐵, if ⊢𝑟 A, ⊢𝑟 B, A ≤ B, and B ≤ A, then A ≾ B.

Typing rules. As shown at the bottom of Fig. 7, a bidirectional type system [Dunfield and Kr-

ishnaswami 2021; Pierce and Turner 2000] is designed to characterize the static aspects of 𝜆∗. Its
typing judgments operate in two modes: under inference mode ⇒, a unique type is deduced from

the typing context for the expression; while in checking mode ⇐, the type is given (along with the

typing context and the expression), and the expression is verified against the type. In our calculus,

every typed expression has an inferred type (e.g. A). Thus being checked (e.g., by B) is equivalent
to examining the subtyping relationship between A and B. All checked and inferred types are all

guaranteed to be well-formed.

Theorem 4.5 (Typing Respects Type Well-Formedness). If Γ ⊢𝑡 e ⇔ A, then ⊢𝑟 A.
This formulation is also algorithmic, ensuring that no information is hidden via subtyping.

In other words, we are fully aware of what e can contain from Γ ⊢𝑡 e ⇒ A. Therefore, we can
determine that two expressions are free of conflicts simply by comparing their inferred types using

apartness (defined in 3.3) in rule TTyp-merge. This approach is typical for type systems featuring

disjoint intersection types with an unbiased merge operator. In such type systems, expressions can

be composed via merging directly, as long as they do not create ambiguity, such as in 1 , , True , , f (f
represents any legal function). Since apart types are not distinguishable in every possible context,

our subsumption rule (rule TTyp-sub) is equipped with the guarded subtyping relation (defined

in 3.4) to reject ambiguous casts. Merges can also be used directly as functions. For example,

(f : Int → Bool) , , (g : Bool → Bool) type-checks when applied to an integer or boolean argument.

In rule TTyp-app, the two inference types of the applied term and the argument are passed to the

type dispatching relation, which computes the return type.

Type dispatching. Type dispatching is defined in Fig. 8. In 𝜆 |∗| and 𝜆∗, type dispatching is only
used for well-formed types. So, in the following text, we can assume the input type A and B are

well-formed, and we try to get a well-formed type as return type.

First we define B ⊢ A �̸ to denote that A cannot serve as a function type that takes a value of

type B as an argument: there is no type C such that A <: B → C. For conciseness, We use B ⊢ A�
to represent the negation of B ⊢ A �̸. We use the subtyping judgment in inapplicability instead

of ¬(B ≾ A) because we want to forbid all possible coercions instead of all unique coercions from
B to A. Then we define the type dispatching relation B ⊢ A� C which does two more things: It

computes the minimal return type, and also ensures that there is no ambiguity in the application

process. B ⊢ A�C indicates that applying a term of type A to a term of type B should return a term
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v1 ↩→A v2 (Casting)

A ≃ B&C v ↩→B v1 v ↩→C v2
v ↩→A v1 , , v2

u : A → B (C → D)◦ C <: A B <: D

u ↩→C→D u : C → D

A◦ v1 ↩→A v′
1

v1 , , v2 ↩→A v′
1

A◦ v2 ↩→A v′
2

v1 , , v2 ↩→A v′
2

i ↩→Int i {l} ↩→(Sig l) {l} v ↩→⊤ ⊤

v1 • v2 ⇒ e (Parallel Application)

B ⊢ A1 � B ⊢ A2�
v1 : A1 v2 : A2 v : B

v1 , , v2 • v ⇒ (v1 v) , , (v2 v)
v2 : A v : B B ⊢ A �̸

v1 , , v2 • v ⇒ v1 v

v1 : A v : B B ⊢ A �̸

v1 , , v2 • v ⇒ v2 v

e1 ↩→ e2 (Small-Step Semantics for 𝜆∗)

StepN-beta

v ↩→A v′

(𝜆A→Bx . e) v ↩→ (e[x ↦→ v′ ] ) : B

StepN-absanno

v ↩→A v′

(u : A → B) v ↩→ (u v′ ) : B

StepN-papp

(v1 , , v2 ) • v3 ⇒ e

(v1 , , v2 ) v3 ↩→ e

StepN-annov

¬(value v : A) v ↩→A v′

v : A ↩→ v′

StepN-anno

e ↩→ e′

e : A ↩→ e′ : A

StepN-fix

fixA x . e ↩→ e[x ↦→ fixA x . e] : A

StepN-appl

e1 ↩→ e′
1

e1 e2 ↩→ e′
1
e2

StepN-appr

e2 ↩→ e′
2

v1 e2 ↩→ v1 e′2

StepN-mergel

e1 ↩→ e′
1

e1 , , e2 ↩→ e′
1
, , e2

StepN-merger

e2 ↩→ e′
2

v1 , , e2 ↩→ v1 , , e′2

Fig. 9. The operational semantics of 𝜆∗.

of type C. Since the function argument is cast before beta reduction, we need to verify that the

argument type is a guarded subtype of the parameter type. Thus, type dispatching formalizes the

behaviour of an applicative intersection type. The soundness theorems for type dispatching, which

computes the most specific return type given a function type A and an argument type B, are:

Theorem 4.6 (Soundness and Minimality of Type Dispatching). If B ⊢ A� C, then:
• If ⊢𝑟 A, then ⊢𝑟 C.
• A <: B → C
• ∀ D, if A <: B → D then C <: D

However, completeness is intractable here because guarded subtyping poses a unique coercion

requirement on the argument type. This is hard to track in the subtyping relation; therefore we leave

it here as an open problem. Note that for every well-typed expression in 𝜆∗, its type is determined

in a syntax-directed way. In the following text, we use v : A to denote such a syntactic lookup,

meaning that the inferred type of v is A.

4.2 Operational Semantics
In Fig. 9, we introduce three reduction relations to define the operational semantics of 𝜆∗. The
casting relation v1 ↩→A v2 takes a value v1 and a type A and generates a value v2, upcasting v1 to
match type A. The parallel application relation v1 • v2 ⇒ e distributes the argument v2 into the

merge v1 and achieves dynamic dispatching. The small-step reduction e1 ↩→ e2 indicates that e1
evaluates to e2. At runtime, we replace all occurrences of guarded subtyping A ≾ B by subtyping

A ≤ B since type checking is performed prior to evaluation. Moreover, A ≤ B is computationally

cheaper thanA ≾ B, since it merely checks for the existence of a coercion whereas guarded subtyping
verifies the uniqueness of coercions.
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Function application. The evaluation rules are presented at the bottom of Fig. 9. There are three

rules for function application: rule StepN-beta, rule StepN-absanno, and rule StepN-papp, which

cover lambdas, function-like values, and merges, respectively. In rule StepN-beta, we first cast the

application argument by the parameter annotation, and then use the result for beta reduction. The

entire term is then wrapped by the function return type annotation, which denotes a delayed cast.

Rule StepN-absanno handles the type annotations of a function-like value similarly. Eventually,

when all outer annotations are decomposed, a function-like value becomes a lambda function,

which then follows the beta rule. In addition to function-like values, merges can also be at the

function position. Dynamic dispatching in rule StepN-papp is achieved via parallel application.

Parallel application and casting. Defined in the middle of Fig. 9, the parallel application relation

v1 • v2 ⇒ e constructs an application expression e for each function contained in v1, provided
that the resulting application is well-typed. The unwanted parts of merges are filtered out. This

type matching is performed dynamically because functions always have explicit type annotations.

By comparing the parameter type with the type of the argument, it is straightforward to determine

whether the requirements for a function are satisfied. As the type system already ensures the well-

typedness of the application results, we only need to apply the function whenever the argument

type matches (denoted by B ⊢ A�).

The definition of casting is shown at the top of Fig. 9. All annotations can be interpreted as

a cast-to-do, unless they are part of values, as indicated by rule StepN-annov (while annotated

values can only be function-like values). Type annotations may be decomposed (rules StepN-beta

and StepN-absanno) or duplicated (rule StepN-fix), similar to what occurs in a cast calculus

within the gradual typing setting [Wadler and Findler 2009]. Casting of splittable types ensures
that no intersection types remain at the top level or in the function return type. Then, for each

such ordinary type, a value is selected and refined (in the case of functions) so that the inference

type of the value matches that type (recall that type splitting relation is defined in Fig. 4). Finally,

all these values are merged. For example, ‘a’ , , 1 , , True ↩→Bool& Int True , , 1.
This process involves treating a merge as a function. For instance, Int → (Int&Bool) ≃ (Int →

Int) & (Int → Bool) means that a merge of type (Int → Int) & (Int → Bool) will be generated
instead of a value of type Int → (Int&Bool) in v1 ↩→Int→(Int&Bool) v2. To characterize the

relationship between the actual type and the desired type, we use runtime subtyping in our type

preservation theorem, which we will explain later. Without any constraints, the casting rule for

ordinary types is non-deterministic: both 1 , , 2 ↩→Int 1 and 1 , , 2 ↩→Int 2 are derivable. However, a

well-typed cast always produces a unique result.

Theorem 4.7 (Determinism of Casting in 𝜆∗). If v : A and A ≾ B, then from v ↩→B v1 and
v ↩→B v2 we can derive v1 = v2.

As one can observe, our casting always attaches new annotation to function-like values. However,

the roundtrip coercion still preserves behavioral equivalence after erasing the type annotations. We

define the type annotation erasing function be J𝑒K, then we have the behavioral equivalence as:

Theorem 4.8 (Behavioral Eqivalence of Round-Trip Coercion). If for all 𝑖 ∈ [1, 𝑛], ⊢𝑟 𝐴𝑖 ,
and v𝑖−1 can be coerced to v𝑖 via v𝑖−1 ↩→𝐴𝑖

v𝑖 , then if 𝐴 𝑗 = 𝐴𝑘 , then J𝑣 𝑗 K = J𝑣𝑘K.

4.3 Type Safety
Although each well-typed program has a unique inferred type, this type is not precisely preserved

during evaluation. We use the runtime subtyping relation A ≪𝑇 B to connect the type of the reduced

term with that of the redex. The definition and full details of it can be found in the Appendix.

Theorem 4.9 (Preservation of 𝜆∗).
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• If · ⊢𝑡 v1 ⇒ A, A ≾ B, ⊢𝑟 B, and v1 ↩→B v2, then ∃ C, s.t. · ⊢𝑡 v2 ⇒ C and C ≪𝑇 B.
• If · ⊢𝑡 e ⇒ A and e ↩→ e′ then ∃A′, A′ ≪𝑇 A, and · ⊢𝑡 e′ ⇒ A′.
• If · ⊢𝑡 e ⇐ A and e ↩→ e′ then · ⊢𝑡 e ⇐ A.

The operational semantics of 𝜆∗ is deterministic for well-typed expressions.

Theorem 4.10 (Determinism of the Small-Step Reduction in 𝜆∗). If · ⊢𝑡 e ⇒ A and e ↩→ e1
and e ↩→ e2 then e1 = e2.

Moreover, our calculus adheres to the principle:Well-typed programs do not go wrong.We can

establish type soundness through a progress theorem and the above preservation theorems.

Theorem 4.11 (Progress). If · ⊢𝑡 e ⇒ A then e is a value or ∃𝑒′, e ↩→ e′.
Theorem 4.12 (Type Soundness of 𝜆∗). If · ⊢𝑡 e ⇔ A and e ↩→∗ e′ then e′ is a value or ∃e′′,

e′ ↩→ e′′.

5 The Source Calculus 𝜆 |∗|
In this section, we introduce the lambda calculus 𝜆 |∗| together with a type normalization procedure.

The target calculus 𝜆∗ imposes strong type well-formedness restrictions. Here, we demonstrate

that 𝜆 |∗| can model a source calculus without these restrictions. Through type normalization, all

well-typed 𝜆 |∗| programs can be translated into well-typed 𝜆∗ programs, indicating that 𝜆∗’s type
restrictions are not fundamental but merely simplify the design of a calculus with apartness.

5.1 Type Normalization
Though type apartness A ∗ B along with the well-formedness condition ⊢𝑟 A provides a sound

calculus 𝜆∗, unrestricted intersection types can be useful in certain cases, as illustrated in Fig. 3. To

accommodate such cases, we impose a weaker restriction on types: instead of requiring A and B to

be apart directly, we check their normalized forms for apartness. We use type normalization to

compute these normalized forms so that any types satisfying apartness specification A ∗𝑠 B will

have their normalized form algorithmically apart. The formulation of type normalization process is

not unique, as long as the return type has all of its type components apart and being equivalent to

the original type. However, as suggested by Theorems 4.4 and 4.8, the coercion between any two

equivalent types is unique, type-safe and behaviour preserving, therefore any type normalization

process exhibit no observable difference.

Normalization as a divide-and-conquer process. |A|B denotes that the type A will be normalized

under the type B. A denotes the type we want to normalize, and we want to produce a result that

does not overlap with B. B also interacts with the intermediate result during the divide-and-conquer

process to avoid unnecessary elimination, which will be shown below. We do the normalization of

each component of a type A from left to right. The intuition behind type normalization of A under

B is that A can be viewed as a series (or a list) of type components concatenated together with the

type operator & . During normalization, we aim to eliminate duplicated components. The process

follows a divide-and-conquer strategy by splitting A into two intersection components, A1 and A2.

In our algorithm, we first normalize the right-hand side series of components A2 under A1 &B,
producing an intermediate result C. We then normalize the left-hand side A1 using the type

context B&C. This approach avoids repeated normalization. For instance, given Int& Int, we do
not normalize the right-hand Int by the left-hand Int and then repeat the process for the reverse.

Repeated normalization could erroneously result in ⊤&⊤. By leveraging the intermediate result C,
the normalization remains deterministic and avoids such issues. To ensure determinism and avoid

reducing to ⊤&⊤, we define specific cases for handling the result C produced from normalizing

A2 under A1 &B. While the cases differ, they follow the same underlying principles.
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Rules of |A |B , where we take the normalization result |A | = |A |⊤ (Type Normalization)

|Int |B = Int (if not B <: Int )
|Sig l |B = Sig l (if not B <: Sig l )

|⊥|B = ⊥ (if not B <: ⊥ )
|A1 → A2 |B = |A1 | → |A2 | (if (A1 → A2 )◦ and not B <: A1 → A2 )

|A |B = ⊤ (if A◦
and B <: A )

|A |B = |A1 | (B&C) &C where𝐶 = |A2 |B&A1 (if A ≃ A1 &A2, |A2 |B&A1 ≠ ⊤ and |A1 |B&C ≠ ⊤
|A |B = |A2 |B&A1 (if A ≃ A1 &A2, |A2 |B&A1 ≠ ⊤and |A1 |B& ( |A2 |B&A

1
) = ⊤ )

|A |B = |A1 |B (if A ≃ A1 &A2, |A2 |B&A1 = ⊤)

Γ ⊢ e ⇔ A (Source Typing)

Γ ⊢ e1 ⇒ A |B | ⊢ |A | � C Γ ⊢ e2 ⇒ B

Γ ⊢ e1 e2 ⇒ C

Γ ⊢ e ⇒ A |A | ≾ |B |
Γ ⊢ e ⇐ B

Γ ⊢ e1 ⇒ A Γ ⊢ e2 ⇒ B |A | ∗ |B |
Γ ⊢ e1 , , e2 ⇒ A&B

e ↩→𝑆 e′ (Source Reduction)

v ↩→|A | v′

𝜆A→Bx . e v ↩→𝑆 (e[x ↦→ v′ ] ) : |B |

v2 ↩→|A | v′
2

(u1 : A → B) v2 ↩→𝑆 (u1 v′2 ) : |B |

¬(value v : A) v ↩→|A | v′

v : A ↩→𝑆 v′

Fig. 10. Type normalization, (selected) typing and reduction rules for 𝜆 |∗| .

For example, consider normalizing Int& (Bool& Int) under ⊤. The process proceeds as follows:
|Int| (⊤& Int) &Bool = ⊤ ¬(⊤&Bool <: Int) (1)

|Bool| (⊤& Int) & Int = Bool ¬(⊤& Int <: Bool) (2)

|Bool& Int|⊤& Int = Bool (1) 𝑎𝑛𝑑 (2) (3)

|Int|⊤&Bool = Int ¬(⊤&Bool <: Int) (4)

|Int& (Bool& Int) |⊤ = Int&Bool (3) 𝑎𝑛𝑑 (4) (5)

The final result is Int&Bool, demonstrating how the process avoids ambiguity and ensures a

deterministic outcome. This divide-and-conquer approach operates bottom up. At step (5), we aim to

normalize Int& (Bool& Int) under type ⊤. To do so, we split Int& (Bool& Int) and normalize both

Int and Bool& Int separately. Following a similar strategy, we observe that at step (3), Bool& Int
normalizes to Bool under ⊤& Int, while Int normalizes to Int under ⊤&Bool. As a result, after
normalization, we obtain Int&Bool. This approach is essential for achieving complete and sound

normalization while preserving determinism.

Normalization starts from an empty context (⊤). The operation |A|⊤ = C takes A as input and ⊤
as context, producing C as the normalized form of A. We use |A| to denote the result of |A|⊤. The
normalization process is idempotent, complete, deterministic, and sound.

Theorem 5.1 (Normalization is Idempotent). | |A|B |B = |A|B.
Theorem 5.2 (Totality of Normalization). For all A B, there exists C such that |A|B = C .

Theorem 5.3 (Determinism of Normalization). |A|B results in at most one C.

Theorem 5.4 (Soundness of Normalization). For all A, we have A ≤ |A| and |A| ≤ A.

Theorem 5.5 (Soundness of Guarded Subtyping). For all A B, if A ≤ B and B ≤ A, then
|A| ≾ |B|.
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The normalization procedure provides another way to show the completeness of apartness, since

normalization eliminates shadowed components in types, as suggested in Section 3.3.

Theorem 5.6 (Completeness of Apartness). For all A B, |A| ∗ |B| iff A ∗𝑠 B.

5.2 Source Typing and Operational Semantics
Source typing is not very different from the target typing of 𝜆∗. The key difference is that we check

whether the normalized result type checks. We can perform a weaker check on all the types as

long as their normalized form satisfies the constraints, instead of requiring types to be well-formed

and then checking the constraints. For instance, (String → Bool) & ((String& Int) → Bool) is not
mergeable with Int → Bool in 𝜆∗. However, that type is mergeable in 𝜆 |∗| since the normalization

process erases the (String& Int) → Bool component during the normalization process. Likewise,

we do the normalization in the reduction of 𝜆 |∗| . The only difference in the source reduction

semantics with 𝜆∗ reduction is that, we do a type normalization whenever casting occurs.

After carefully dealing with the normalized component in typing and evaluation, we can setup

the determinism and soundness properties of 𝜆 |∗| . Here the runtime subtyping relation A′ ≪ A, is
used for preservation of the source calculus, and works just as A′ ≪𝑇 A in 𝜆∗.

Theorem 5.7 (Determinism). If · ⊢ e ⇒ A and e ↩→𝑆 e1 and e ↩→𝑆 e2 then e1 = e2.

Theorem 5.8 (Progress). If · ⊢ e ⇒ A then e is a value or ∃𝑒′, e ↩→𝑆 e′.

Theorem 5.9 (Preservation).

• If · ⊢ e ⇒ A and e ↩→𝑆 e′ then ∃A′, A′ ≪ A, and · ⊢ e′ ⇒ A′.
• If · ⊢ e ⇐ A and e ↩→𝑆 e′ then · ⊢ e ⇐ A.

5.3 Translation to Target and Operational Correspondence
Before establishing a value-to-value mapping between the source calculus and the target calculus,

we first define the relationship between well-formedness and type normalization. Specifically,

well-formedness ⊢𝑠 A corresponds directly to normalization.

The source calculus permits more expressive terms—such as 1 , , ⊤ , , ⊤ or 𝜆Int→Int& Intx . e—that
would be rejected by the more restrictive type system of the target calculus. To bridge this gap, we

introduce a normalization process and design the target type system of 𝜆∗ to accept all normalized

source types as well-formed. This approach enables a smooth and consistent translation from source

to target, freeing us from the rigid constraints of 𝜆∗. Moreover, assuming that all type annotations

are normalized during translation into 𝜆∗, the reduction rules in the target calculus can be simplified.

For example, rules like rule StepN-annov no longer require runtime type normalization (like in

𝜆 |∗| ), simplifying evaluation in the target language.

Theorem 5.10 (Eqivalence of Normalization and Well-Formedness). ⊢𝑠 A iff |A| = A.

We are now ready to establish the correspondence between 𝜆 |∗| and 𝜆∗. To incorporate type

normalization into type annotations in 𝜆 |∗| , we introduce a term normalization process, denoted

|e |, which translates type annotations into normalized types. Specifically, during translation, |e |
normalizes all type annotations: non-arrow types A become |A|, and arrow types A → B become

|A| → |B|. For instance, the term e : (Int& Int) is normalized to |e | : Int, while 𝜆A→B&Cx . e is
normalized to 𝜆 |A|→|B&C |x . e. so that a value-to-value mapping from 𝜆 |∗| to 𝜆∗ is preserved, while
the full details are in the Appendix. With term normalization in place, we can now formally state

and prove the soundness of both typing and evaluation:

Theorem 5.11 (Type-Safety of Translation). If · ⊢ e ⇒ A then ∃B, · ⊢𝑡 |e | ⇒ B and |B| = |A|.
Theorem 5.12 (Operational Correspondence). If e ↩→∗

𝑆
e′ then |e | ↩→∗

𝑇
|e′ |.
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6 Type Difference
A key consequence of using apartness instead of disjointness is that type difference [Xu et al. 2023]

becomes a total operation rather than a partial one. This section defines type difference in terms of

apartness and proves its totality.

6.1 Partial Type Difference with Disjointness
Type difference, introduced by Xu et al. [2023], provides a way to resolve conflicts in merges with

disjoint intersection types. The idea behind type difference, denoted as A\B, is to remove conflicting

type components from A, allowing the resolution of a conflicting merge of type A& B by rewriting

it as (A\B) &B. The following examples illustrate how type difference operates.

(Int → Bool)\(Int → Bool) = ⊤
(Int → Bool)\Int = Int → Bool

(Int → Bool)\(Bool → String) = Int → Bool

(Int → String)\(Bool → String) = undefined

Type difference eliminates overlapping components of Awith respect to B. For instance, Int → Bool
is completely removed when B is Int → Bool (or a subtype). However, when subtracting Int, the
function type Int → Bool remains unchanged because Int does not overlap with it.

More interesting cases arise with function types. In (Int → Bool)\(Bool → String), subtraction
has no effect on Int → Bool since the two types are disjoint. However, subtracting Bool → String
from Int → String presents a conflict: Int → String is neither fully shadowed by Bool → String
nor completely disjoint from it. Removing Int → String would result in information loss, while

keeping it would leave the conflict unresolved.

Despite its expressive power, type difference remains a partial operation since it cannot resolve

conflicts between types like Int → String andBool → String. Our observation is that type difference
is tightly coupled with the disjointness relation. The previous definition of disjointness may be too

strict in identifying conflicts. As we will show, apartness allows us to define a total type difference.

6.2 Total Type Difference with Apartness
Interestingly, type difference in our setting actually corresponds to the type normalization process,

and can be specified as a variant of apartness. Recall the apartness specification in Sec. 2.4.

Definition 2.4 (Apartness Specification). A ∗𝑠 B ≜ ∀C1 C2, if MinOrd C1 A ∧MinOrd C2 B, then
either C1 = ⊤ or C2 = ⊤ or (¬(C1 ≤ C2) ∧ ¬(C2 ≤ C1)).

Type normalization cannot resolve all the conflicts inside type A through the process |A|B. We can

glance through a few examples next:

|Int|Int = ⊤ (1) |Int → Bool|String→Bool = Int → Bool (2)

|Int& String|Int = String (3) |Int → Bool| (Int& String)→Bool = Int → Bool (4)

As we can see, the normalization process resolves conflicts well in the first three examples, as we

have the normalization result |A|B to be apart from B. We can use the merge of |A|B and B to replace

the ambiguous merge Awith B. But in the fourth case, the conflict is still not resolved as Int → Bool
shadows (Int& String) → Bool. Under the normalization process, supertype (Int& String) → Bool
cannot normalize Int → Bool, thus the conflict remains unsolved after the normalization process.

A closer glance at normalization shows that it removes all the conflicting components of type A
that are shadowed by type B. In some sense, it is a one-sided conflict resolution that cleans things

only in type A. Based on this observation, we can define the notion of half apartness as:

Definition 6.1 (Half Apart Specification). A <∗ B ≜ ∀C1 C2, if MinOrd C1 A ∧MinOrd C2 B, then
C2 = ⊤ ∨ ¬(C1 ≤ C2).
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which suggests that every component in the type B is not shadowed by the components in A,
representing a one-side apartness. Half apartness A <∗ B represents exactly the asymmetric variant

of apartness, as we can set up the equivalence of two variants of apartness as follows:

Theorem 6.2 (Apartness in terms of Half-Apartness). A <∗B and B <∗A, iff A ∗𝑠 B.
During type normalization |A|B = C, only type A is normalized while type B only serves as

contextual information guiding through the process. Thus, we can now set up the type normalization

exactly as the type difference specification [Xu et al. 2023] based on our one-sided apartness A <∗ B:
Definition 6.3 (Type Difference Specification). A\𝑠B = C ≜ A ≤ C ∧ B&C ≤ A ∧ B <∗C.
Furthermore, the type normalization process directly gives us an algorithmic formulation for

this type difference specification:

Theorem 6.4 (Type Difference as Type Normalization).

• A\𝑠B = |A|B.
• For all C, if A\𝑠B = C, then C ≤ |A|B and |A|B ≤ C.

The two properties imply that results produced by the type difference of type𝐴 and 𝐵 are equivalent

to |A|B. Thus we can use type normalization as an algorithm to compute type difference. Additionally,

type normalization process is total: we are always able to resolve conflicts in two arbitrary types.

This contrasts with the prior formulation disjointness-based type difference. Due to half apartness,

we have to do the type difference twice (on both A and B), to resolve conflicts on two types.

Theorem 6.5 (Conflict Resolution). if |A|B = C and |B|C = D, then C ∗𝑠 D.
To resolve conflicts in A and B, we first do the normalization |A|B = 𝐶 to get the conflict-free

version of A (i.e. C). Then we do the normalization |B|C = 𝐷 to get the conflict-free version of

B (i.e. D). Finally, we know that the resulting conflict-free types are apart C ∗ D. We do not lose

information as we have A& B ≤ C &D and C &D ≤ A& B from the type difference specification.

7 Related Work
Function Overloading and the Merge Operator. Function overloading (or method overloading) is

the ability to create multiple functions of the same name with different implementations. In our

context, function overloading is usually achieved by the merge operator to create an overloaded

function. The calculus 𝜆& proposed by Castagna et al. [1995] has a restricted version of the merge

operator for functions only. The merge operator is indexed by a list of types of its components. Its

operational semantics uses the runtime types of values to select the “best approximate” branch of

an overloaded function, but 𝜆& requires runtime subtype checking to support such mechanisms.

Dunfield [2014] presented the first calculus with an unrestricted merge operator, based on

Reynolds [1997]’s merge operator. Though her calculus is powerful and supports function overload-

ing, it lacks determinism and type preservation. Xue et al. [2022] presents a calculus with a merge

operator with preservation, with all 4 features discussed in Sec. 2.2. However, Xue et al. [2022]’s

calculus is still non-deterministic. Other calculi with intersection types and function overloading

have been proposed [Castagna et al. 2015, 2014; Castagna and Xu 2011], but these calculi do not

support a merge operator, and thus avoid the ambiguity problems caused by merges.

Disjoint Intersection Types. Oliveira et al. [2016] proposed the 𝜆𝑖 calculus, which only allows

terms of disjoint types to be merged. The goal of the disjointness restriction was to address the

ambiguity in Dunfield [2014]’s calculus and to create a deterministic calculus. Various extensions

[Alpuim et al. 2017; Bi and Oliveira 2018; Bi et al. 2018] were later proposed to strengthen 𝜆𝑖 with

relaxed restrictions, nested composition and disjoint polymorphism.
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Huang and Oliveira [2020] propose a type-directed operational semantics (TDOS) to specify the

semantics of calculi with disjoint intersection types and a merge operator. TDOS employs parallel

application to support merging multiple functions and applying them simultaneously to a single

input. Additionally, TDOS does not require runtime subtype checking and allows merging and

applying values of types beyond just function types. Our work also employs TDOS, leveraging

apartness to allow certain ambiguous types. This relaxation enables the merging of function types

such as Int → Bool and String → Bool, thereby supporting overloading—previously prohibited

under strict disjointness conditions. Moreover, by combining overloading with first-class labels, we

achieve a lightweight encoding of records [Castagna et al. 1995].

𝐹⊲⊳ [Rioux et al. 2023] is a powerful calculus that supports deterministic merges. 𝐹⊲⊳ employs two

dual disjointness relations, called mergeable and distinguishable, to empower the merge operator

not only with intersection types but also union types. However, such expressiveness comes with

trade-offs. In 𝐹⊲⊳ merges of values with primitive types, such as Int and Bool, are not allowed. As
a consequence of this restriction, return type overloading is not supported either. Thus, we are

not able to merge String → Int and String → Bool together, even though values of those types

can always be disambiguated. In contrast, our 𝜆 |∗| and 𝜆∗ calculi do not support union types, but

support merges of primitive types, as well as return type overloading.

Conflict Resolution in OOP and the Merge Operator. In OOP, mixin classes [Ancona et al. 2003;

Bracha and Cook 1990; Duggan and Sourelis 1996; Flatt et al. 1998] and traits [Fisher and Reppy

2004; Schärli et al. 2003] are two composition mechanisms for code reuse and multiple inheritance.

Name conflicts are a common problem for both the merge operator and OOP. Usually, the mixin

model allows overlapping fields and omits the one with lower priority. Instead, traits only allow no

conflicting merges. Conflicts have to be resolved before composition by renaming or restriction.

Compositional Programming [Zhang et al. 2021] is a recently proposed modular programming

paradigm based on first-class traits [Bi and Oliveira 2018], and implemented by the CP language.

CP is built on top of a core calculus with disjoint intersection types and the merge operator [Fan

et al. 2022]. In CP, parallel application is employed to support merging multiple functions and apply

them together to one input. The use of the merge operator in CP allows it to naturally solve the

Expression Problem [Wadler 1998] and offers modular pattern matching and dependency injection.

Ye et al. [2024] later extend CP to imperative computational effects.

Type difference [Xu et al. 2023] was proposed to resolve conflicts in merges in settings with

disjoint intersection types. Our work uses apartness instead of disjointness, and sets up type

difference as type normalization. Type normalization under apartness not only retains all of the

soundness and completeness properties, but also achieves totality. This enables resolving conflicts

in all terms to be merged.

8 Conclusion
In this paper, we introduce type apartness, a weaker form of disjointness, for calculi with intersection

types and a merge operator. Apartness preserves type soundness and determinism, while enabling

key features: function overloading, return type overloading, extensible records, and nested composition.
We develop two calculi, 𝜆 |∗| and 𝜆∗, which incorporate apartness and guarded subtyping. We

establish connection between them via type normalization, which also establishes a total type

difference operator [Xu et al. 2023] within the apartness framework. Besides, all the properties and

theorems are verified in Coq. Future work will explore extending apartness notion to other type

system constructs, such as union types [Barbanera et al. 1995] and disjoint polymorphism [Alpuim

et al. 2017], broadening its applicability.
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